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Abstract-As the standard definition of software 

engineering it is the development of sound 

engineering principle in order to achieve the 

software which is effective, efficient, understandable, 

and further it can be run on any real time machine. 

In software engineering, Software metrics are very 

useful for a forward engineering of re-engineering 

process of existing software system. Also, they are 

absolutely necessary in re-engineering process. They 

show exactness, clear picture and understanding of 

the existing software system. It should be the first 

step in effective re-engineering process. 

Quality of software systems heavily depends 

on their structure, which affects maintainability and 

readability. However, the ability of humans to deal 

with the complexity and security of large software 

systems is limited. In this paper we are proposing 

system methodology approach, that should measure 

coupling, cohesion (Complexity), Data Access and 

Operation Access Metric (Security) which dependent 

on the assumption that the attributes, methods, 

relationship and classes of Object-Oriented systems 

are connected in more than one way. 

Index term: Class diagram, object oriented language, 

software quality metrics-complexity and security, 

source code, Unified Modelling language etc. 

I Introduction 
Software engineers generally use indirect 

measures that lead to metrics which provide a 

quantitative basis for understanding the underlying 

information in software development processes. 

Software metrics have always been important for 

software developers to assure the quality of some 

representation of software and organizations are 

achieving promising results through their use. 

Therefore, to develop suitable software metrics models 

for user (developer) who urgently need them for re-

engineering of existing software system. Therefore, this 

proposed methodology approach “source code analysis 

for software quality metrics” proposes that the 

evaluation of metrics as part of reverse engineering in 

re-engineering process i.e. Software Reverse 

Engineering Tool (SRET). SRET should be developed 

under two categories: 1) Complexity and 2) Security 

Source code requirement analysis is for extracting 

software quality metrics for re-engineering process is 

done manually or with some tool but it can take more 

time due to complexity and unambiguous nature of 

source code. If some user require particular metrics 

urgently to re-engineer the existing software system, 

because such metrics are vital or necessary for effective 

re-engineer process. If such metrics are extracted 

manually then it should take more time and also, 

budget. That is the derive force behind the development 

of such a system which does it automatically without 

any manual efforts 

Consider e.g. Both users (developer and system 

analyzer) should review the source code for complexity 

and security metrics manually. It should be good for 

small software system, but if software system is large 

then it is quite cumbersome because large software 

system may contain large no. of source code (LOC) 

with more complexity and less security. Also, it should 

require more time for calculation of complexity and 

security and also wastage of resources. 

Therefore, to develop such suitable Software 

Reverse Engineering Tool (SRET) which could help 

system analyzer and developer to review the source 

code and calculate the source code complexity and 

security with automatic framework using UML Class 

Diagram.   

II Existing tools and their limitations 
Software engineering developer and system 

analyst should be based on the tools for implementing 

these metrics to support them in quality evaluation and 

ensure tasks to allow to measure software quality and to 

deliver the information needed as input for their 

decision making and engineering processes. Currently a 

large body of software metrics tools exists. But these 

are not the tools which have been used to evaluate the 

software metrics. 

1) Analyst4j : It is based on the Eclipse platform and 

available as a stand-alone Rich Client Application or as 

an Eclipse IDE plug-in. It features search, metrics, 

analyzing quality and report generation for Java 

programs [2]. 

2) VizzAnalyzer: It is a tool for quality analysis. It 

reads or parses software code and other design 

specifications as well as documentation and performs a 
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number of quality analyses. The VizzAnalyzer is a 

framework or environment for analyses and 

visualizations of existing software system. The 

VizzAnalyzer is a framework designed to help 

programmers or developer or system analyst in software 

engineering activities like re-engineering [2,3].  

Shortcomings with this technique: 

1) It has high coupling values and less cohesion values. 

2) Also it ignores security metrics such as Data and 

Operation Access Metrics. 

3) It analysis only few source code language file such as 

for java.  

III Literature Survey 
Software metrics are very useful in a forward 

engineering of re-engineering process of existing 

software system. Also, they are absolutely credential in 

re-engineering process. They show exactness, clear 

picture and concise understanding of the existing 

software system. It should be the first step in effective 

re-engineering process. 

Use of the powerful and practical metrics like 

cohesion, coupling of existing systems and develop or 

generate new metrics and then add them to the new 

complexity and security categories to enhance the 

quality of the software re-engineering process which 

leads to the enhance quality of the software which is 

under the process of re-engineering[4]. 

Software reengineering is an expensive process due 

to the complexity  of the software,  we cannot 

emphasise on the area where the re-engineering work is 

required,. Coupling and Cohesion metrics are 

complexity metrics out of particularly cohesion metrics 

have the potential to help in this identification and to 

measure progress. The most extensive work on such 

metrics is with cohesion metrics. It should use of 

dependence information that make them an excellent 

choice for cohesion measurement.  

It should be raise the most important question such 

as does a software developer or analyst which could be 

access to complexity metric values for the program do a 

better job of restructuring the program? [5] 

Security metric is not considered as much as other 

quality attributes such as complexity metrics. Also, 

most security studies concentrate on the level of 

individual program statements. Such type of approach 

makes it hard and expensive to discover and fix 

vulnerabilities caused by design errors in the existing 

system.  

Therefore, in this paper we should also focus on the 

security design of an existing object oriented 

application and define security metrics. These metrics 

allow designers (developer or system analyzer) to find 

out and fix security vulnerabilities at an early stage of 

the re-engineering process which will help to reduce the 

cost of software reengineering as it reduces the rework 

and consumption of resources which helps the designer 

to review the security metrics to make particular 

decision about security into re-engineering approach. In 

particular, to propose security metrics to measure Data 

Encapsulation (accessibility) and Cohesion 

(interactions) of a given object-oriented class from the 

point of view of potential information such as source 

code. Defining another security metrics which cover the 

entire source code of existing software including 

coupling, inheritance, and cohesion [6]. 

 

IV Proposed Work and system architecture 

 
Figure 1: Proposed Architecture of System 

Here take the input from user (developer), a 

document which contains source code. Convert this 

source code document into Core Prototype Model 

(class diagram) specifies the entities and relations that 

can and should be extracted immediately from source 

code. Then process this output for Complete Model as 

input specifies Object, Property, Entity and Association 

are made available to handle the extensibility 

requirement. On the output of Complete Model, then 

apply our rules on the basis of which Security 

Accessibility and complexity metrics are extracted. 

In the case of in information extraction: 

 

DAM = No. of private (protected) attributes/total no. 

of attributes in class 

OPM = No. of public methods/ total no. of methods 

in a class 

Cohesion = No. of methods interactions with 

attributes in the program code / maximum  

no. of methods interactions with attributes 

Coupling = Access frequency of attributes of one 

class/sum of frequency of all attributes 

 

1. Core Prototype Model 

The Core Prototype Model states the entities 

and relations that can and should be extracted 
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immediately from source code. The core model consists 

of the main Object Oriented entities such as Classes, 

Methods, Attributes and Inheritance Definition. For the 

reengineering we require the other two ideas namely the 

associations Invocation and Access. An Invocation 

presents the definition of a Method calling another 

Method and an Access presents a Method accessing an 

Attribute. 

In automated software modelling, the Source Code 

as software requirement specification is translated to the 

formal specifications such as Template Information 

with CDIF Format.  

2. Complete-Meta-Model 

Objects, Property, Entity and Association are made 

accessible to handle the prerequisite. For specifying 

language plug-ins, it is authorized to define language 

precise classes and to add language precise attributes to 

existing Objects. Tool prototypes are more limited in 

extending the model: they can define tool precise 

properties for and can add attributes to existing Objects. 

They are, however, not authorized to extend the 

repertoire of entities and associations. 

 

3. CDIF Information Exchange Format 

CDIF is standard for transferring models or 

standard for information exchange with different tools. 

Key issue in the reengineering of large scale 

object-oriented systems is due to the heterogeneity in 

today’s object-oriented programming languages. 

Proposed system also generates Template Information 

into CDIF Form for these programming constraints. 

This is also added facility provided in the 

proposed system as compared to current existing work. 

V Conclusion 
In this paper we have emphasise on the 

software quality metrics complexity and security via 

analyzing UML class diagram which is obtained as an 

input from the source code and the document 

specification. The proposed work is fully automated 

eliminating the manual effort required from the 

developer and analyzer, further because of the 

elimination of manual work these system is effective, 

efficient for the reengineering  of the software which 

already in existence with effective utilization of the key 

resources .   
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